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Bidirectional transformations, originated from the view update problem in
relational databases, are an important mechanism for synchronizing or maintaining
consistency between two related information where one is specified as the source, and
the other as the view. If either the source or the view is changed, the other will be
changed as well to restore consistency. People apply bidirectional transformations to
solve a diversity of synchronization problems such as relational view update, model-
driven software development, data exchange, and serializer/deserializer.

A program that expresses a bidirectional transformation is called a bidirectional
program. Essentially, a bidirectional program comprises a pair of programs — a forward
program get that defines a view over a source and a backward program put that
translates view updates to source updates — and provides strong guarantees about the
well-behavedness of the get and the put. It is known to be challenging to develop
bidirectional programs that are both well-behaved and practically useful.

Automatic synthesis of bidirectional programs is practically important to solve the
synchronization problems, since manually writing such programs is non-trivial and
error-prone. We focus more on solving the view update problem in relational database
applications by studying the synthesis of well-behaved bidirectional programs
(get,put) onrelations (tables of relational database systems) from user-given examples
over specified data schemas.

We surveyed existing example-based synthesis methods and found that these
methods cannot address both the well-behavedness of bidirectional programs and the
complexity of relations. There are three main methods of program synthesis that are
most related. First, several synthesis algorithms have been developed to obtain
programs written in bidirectional languages. These obtained programs are guaranteed
to be well-behaved based on the well-behavedness of the underlying bidirectional
languages. However, these algorithms are restricted to domains of either regular
expressions or trees, and do not operate on relations. Second, relational program
synthesis allows us to simultaneously generate multiple programs that satisfy a given
relational specification (e.g., the well-behavedness of a bidirectional program) through
example-based dual synthesis. It uses hierarchical tree automata to represent a relational
version space that encodes all tuples of satisfying programs. As the space of the
automata grows dramatically when dealing with complex underlying languages, it

becomes challenging to handle practical relational query languages. Third, many other



general example-guided synthesis methods (e.g., PROSYNTH) possibly take examples
on relations as input and independently synthesize a get and a put, but they cannot
guarantee the well-behavedness of the synthesized pair. PROSYNTH is able to use a
tabular input-output example to synthesize a program written in Datalog. Since a
Datalog program is largely a set of rules, PROSYNTH reduces the synthesis problem to
a rule-selection problem by (1) requiring the preparation of a fixed finite set of
candidate rules by using templates and enumerations, and (2) selecting a subset of the
prepared set that satisfies the given example. The reason that keeps PROSYNTH from
guaranteeing the well-behavedness between two separately synthesized programs get
and put is that there is no relationship between two sets of templates or candidate rules
of the two programs. Naively enumerating all gets and puts rarely produces a well-
behaved program.

Although many advanced synthesizers can generate unidirectional programs on
relations from user-provided examples, the difficulty of synthesizing bidirectional
programs from examples, especially the ones involving tables that have internal
functional dependencies, still remains an unsolved issue.

In this thesis, we propose an approach to synthesizing well-behaved and practical
bidirectional programs on relations from user-provided examples and data schemas with
functional dependencies.

We start by synthesizing a get and decomposing it into a set of simple and atomic
get, whose corresponding put, exists. With user-given functional dependencies and
the set of atomic get,, we forward-propagate functional dependencies from the a source
through intermediate relations to the view, so that the functional dependencies imposed
on all relations can be clearly determined. We also compute atomic examples
corresponding to (get,, put,). Then, the synthesis of (get,put) could be reduced into
sub-synthesis of (get,, put,). To solve each sub-synthesis task, we design well-behaved
templates for put, given get,. These templates encode not only the existing minimal-
effect atomic view update strategies but also the extra constraints and effects of
functional dependencies, following the knowledge in the database community. With the
set of well-designed templates, we adopt the modern example-and-template-based
synthesizer PROSYNTH to find put,, and then combine all results (get,, put,)s to form
the final bidirectional program (get, put).

We have implemented our approach in two prototypes, SynthBX and SynthBP,
which are developed using two different template designs. On a benchmark suite of 56
tasks from three sources, SynthBX successfully synthesizes well-behaved bidirectional
programs for 52 tasks, with an average synthesis time of 19 seconds per task and within
3 seconds each for 37 of them, which shows practical usefulness of our approach.
SynthBX is limited in supporting functional dependencies. SynthBP is a more advanced
prototype with supporting templates for functional dependencies. It can automatically

solve 37 out of 38 practical benchmarks. The overheads for handling functional



dependencies are not too significant when the number of functional dependencies is

reasonable.
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