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A Putback—Based Approach to Bidirectional Programming
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Summary of thesis contents

Bidirectional transformation is a promising approach for maintaining consistency between two related information
(we call them source and view), and many bidirectional programming languages are designed that let programmer
merely write one program which denotes both a forward transformation (get) from source to view and a backward
transformation (putback) that updates the source with the view. Since usually source and view are not in a
one-to-one correspondence, the backward transformation (change propagation from view back to source) is
inherently ambiguous. Nevertheless, existing bidirectional transformation languages focus mainly on enforcing
consistency and provide developers only limited control over the backward transformation. Programmer writes the
get transformation, and one “suitable” putback transformation will be derived from this get. While in practice it is
impossible to decide which one is “suitable” in general and what is more, programmer has no choices of defining
the putback behavior he/she wants. We proposed a new programming by update paradigm for putback-based
bidirectional programming based on the fact that a well-behaved put uniquely determines get. If we can design a
user-friendly putback-based bidirectional programming language that lets programmer write the putback function
which behaves simply like an update on the source and the language is well-designed to satisfy the
well-behavedness, a unique get function can be derived for free. In this dissertation, we designed and implemented a
putback-based bidirectional programming language BiFIuX which can be used in many real world applications such
as program refactoring, and self-adaptive systems. We also implemented a bidirectional update library for relational
database.

We proposed a new core bidirectional update language for XML structured data which consists of bidirectional
updates, patterns, and XML related expressions and paths. Since this core language contains many XML related
features, it is hard to design a clear bidirectional semantics. So we distilled another clean generic core bidirectional
programming language BiGUL from the core of the BiFluX language. BiGUL is a combinatorial language that
consists a set of putback combinators which can be used to compose large bidirectional programs. The language is
fully verified to guarantee that any program written in BiGUL is well-behaved. It has been implemented in Haskell
and served as the core language for the putback-based bidirectional programming language BiFIuX.

BiFluX is our first try of designing putback-based bidirectional programming languages, which targets XML
structured data. XML is widely used in data exchanging on the web, and existing works such as bidirectionalization
of XQuery has the same problem as explained before that programmer has no choices of specifying the backward
behavior. We design the bidirectional programming language BiFIuX simply as an update language for
programmers that they only need to write the putback of a bidirectional transformation as an update program that
uses a view XML to update a source XML. The most significant design of BiFluX is the source-view matching
which matches a sequence of source elements with a sequence of view elements either by position or by some keys
and each matched source-view pair is again handled by another subprogram. BiFIuX is expressive enough that
supports if-then-else condition, case analysis, pattern matching, and recursive definition of a bidirectional update
program. A BiFIuX program is firstly normalized into the core XML bidirectional update language and then
compiled into BiGUL. The well-behavedness of a BiFluX program is guaranteed by the underlying BiGUL.

We also implemented a bidirectional update library Brul for relational database that provides two library functions to
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simply let programmer write update program by using view table to update source tables. The update program can
also be interpreted as a query such as selection, projection and join in the get direction. The library function align
covers the selection and projection, and unjoin covers join in relational algebra. Brul is more powerful than relational
lenses, since it only provides limited control of the putback direction, while Brul allows programmer to describe
flexible update strategies.

Our putback-based bidirectional programming languages have been used in many real world applications. Cheng et
al. use BiFIuX to support reflecting updates on refactored code to the original source code in Java and vice versa.
Lionel et al. utilize BiFluX to implement the BXauthZ which is a policy language to express attribute based rules on
XML views. Zhu et al. propose a declarative bidirectional language BiYacc which supports reflective printing and
parsing implemented on top of BiFluX. Zhao et al. designed a rule-based language vRule for self-adaptation system
which is implemented based on BiFIuX. Colson et al. use BiGUL to implement a reusable self-adaptive system
which synchronizes the configuration files of different servers such as Apache and Nginx.
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